3.1. Strings

Strings are lists of characters. Any character that you can type from a computer keyboard, plus a variety of other characters, can be elements in a string. Strings are created by enclosing a sequence of characters within a pair of single or double quotes. Examples of strings include "Marylyn", "omg", "good\_bad\_#5f>!", "{0:0.8g}", and "We hold these truths ...". Caution: the quotes defining a given string must *both* be single or *both* be double quotes.

Strings can be assigned variable names

In [1]: a = "My dog's name is"

In [2]: b = "Bingo"

Strings can be concatenated using the “+” operator:

In [3]: c = a + " " + b

In [4]: c

Out[4]: "My dog's name is Bingo"

In forming the string c, we concatenated *three* strings, a, b, and a *string literal*, in this case a space " ", which is needed to provide a space to separate string a from b.

You will use strings for different purposes: labeling data in data files, labeling axes in plots, formatting numerical output, requesting input for your programs, as arguments in functions, *etc*.

Because numbers—digits—are also alpha numeric characters, strings can be made up of numbers:

In [5]: d = "927"

In [6]: e = 927

The variable d is a string while the variable e is an integer. What do you think happens if you try to add them by writing d+e? Try it out and see if you understand the result.

3.2. Lists

Python has two data structures, *lists* and *tuples*, that consist of a list of one or more elements. The elements of lists or tuples can be numbers or strings, or both. Lists (we will discuss tuples later) are defined by a pair of *square* brackets on either end with individual elements separated by commas. Here are two examples of lists:

In [1]: a = [0, 1, 1, 2, 3, 5, 8, 13]

In [2]: b = [5., "girl", 2+0j, "horse", 21]

We can access individual elements of a list using the variable name for the list with square brackets:

In [3]: b[0]

Out[3]: 5.0

In [4]: b[1]

Out[4]: 'girl'

In [5]: b[2]

Out[5]: (2+0j)

The first element of b is b[0], the second is b[1], the third is b[2], and so on. Some computer languages index lists starting with 0, like Python and C, while others index lists (or things more-or-less equivalent) starting with 1 (like Fortran and Matlab). It’s important to keep in mind that Python uses the former convention: lists are *zero-indexed*.

The last element of this array is b[4], because b has 5 elements. The last element can also be accessed as b[-1], no matter how many elements b has, and the next-to-last element of the list is b[-2], *etc*. Try it out:

In [6]: b[4]

Out[6]: 21

In [7]: b[-1]

Out[7]: 21

In [8]: b[-2]

Out[8]: 'horse'

Individual elements of lists can be changed. For example:

In [9]: b

Out[9]: [5.0, 'girl', (2+0j), 'horse', 21]

In [10]: b[0] = b[0]+2

In [11]: b[3] = 3.14159

In [12]: b

Out[12]: [7.0, 'girl', (2+0j), 3.14159, 21]

Here we see that 2 was added to the previous value of b[0] and the string 'horse' was replaced by the floating point number 3.14159. We can also manipulate individual elements that are strings:

In [13]: b[1] = b[1] + "s & boys"

In [14]: b

Out[14]: [10.0, 'girls & boys', (2+0j), 3.14159, 21]

You can also add lists, but the result might surprise you:

In [15]: a

Out[15]: [0, 1, 1, 2, 3, 5, 8, 13]

In [16]: a+a

Out[16]: [0, 1, 1, 2, 3, 5, 8, 13, 0, 1, 1, 2, 3, 5, 8, 13]

In [17]: a+b

Out[17]: [0, 1, 1, 2, 3, 5, 8, 13, 10.0, 'girls & boys', (2+0j),

3.14159, 21]

Adding lists concatenates them, just as the “+” operator concatenates strings.

3.2.1. Slicing lists

You can access pieces of lists using the *slicing* feature of Python:

In [18]: b

Out[18]: [10.0, 'girls & boys', (2+0j), 3.14159, 21]

In [19]: b[1:4]

Out[19]: ['girls & boys', (2+0j), 3.14159]

In [20]: b[3:5]

Out[20]: [3.14159, 21]

You access a subset of a list by specifying two indices separated by a colon “:”. This is a powerful feature of lists that we will use often. Here are a few other useful slicing shortcuts:

In [21]: b[2:]

Out[21]: [(2+0j), 3.14159, 21]

In [22]: b[:3]

Out[22]: [10.0, 'girls & boys', (2+0j)]

In [23]: b[:]

Out[23]: [10.0, 'girls & boys', (2+0j), 3.14159, 21]

Thus, if the left slice index is 0, you can leave it out; similarly, if the right slice index is the length of the list, you can leave it out also.

What does the following slice of an array give you?

In [24]: b[1:-1]

You can get the length of a list using Python’s len function:

In [25]: len(b)

Out[25]: 5

3.2.2. Creating and modifying lists

Python has functions for creating and augmenting lists. The most useful is the range function, which can be used to create a uniformly spaced sequence of integers. The general form of the function is range([start,] stop[, step]), where the arguments are all integers; those in square brackets are optional:

In [26]: range(10) *# makes a list of 10 integers from 0 to 9*

Out[26]: [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

In [27]: range(3,10) *# makes a list of 10 integers from 3 to 9*

Out[27]: [3, 4, 5, 6, 7, 8, 9]

In [28]: range(0,10,2) *# makes a list of 10 integers from 0 to 9*

# with increment 2

Out[28]: [0, 2, 4, 6, 8]

You can add one or more elements to the beginning or end of a list using the “+” operator:

In [29]: a = range(1,10,3)

In [30]: a

Out[30]: [1, 4, 7]

In [31]: a += [16, 31, 64, 127]

In [32]: a

Out[32]: [1, 4, 7, 16, 31, 64, 127]

In [33]: a = [0, 0] + a

In [34]: a

Out[34]: [0, 0, 1, 4, 7, 16, 31, 64, 127]

You can insert elements into a list using slicing:

In [35]: b = a[:5] + [101, 102] + a[5:]

In [36]: b

Out[36]: [0, 1, 1, 4, 7, 101, 102, 16, 31, 64, 127]

3.2.3. Tuples

Finally, a word about tuples: tuples are lists that are *immutable*. That is, once defined, the individual elements of a tuple cannot be changed. Whereas a list is written as a sequence of numbers enclosed in *square* brackets, a tuple is written as a sequence of numbers enclosed in *round* parentheses. Individual elements of a tuple are addressed in the same way as individual elements of lists are addressed, but those individual elements cannot be changed. All of this illustrated by this simple example:

In [37]: c = (1, 1, 2, 3, 5, 8, 13)

In [37]: c[4]

Out[38]: 5

In [39]: c[4] = 7

---------------------------------------------------------------------------

TypeError: 'tuple' object does not support item assignment

When we tried to change c[4], the system returned an error because we are prohibited from changing an element of a tuple. Tuples offer some degree of safety when we want to define lists of immutable constants.

3.2.4. Multidimensional lists and tuples

We can also make multidimensional lists, or lists of lists. Consider, for example, a list of three elements, where each element in the list is itself a list:

In [40]: a = [[3, 9], [8, 5], [11, 1]]

Here we have a three-element list where each element consists of a two-element list. Such constructs can be useful in making tables and other structures. They also become relevant later on in our discussion of NumPy arrays and matrices, which we introduce below.

We can access the various elements of a list with a straightforward extension of the indexing scheme we have been using. The first element of the list a above is a[0], which is [3, 9]; the second is a[1], which is [8, 5]. The first element of a[1] is accessed as a[1][0], which is 8, as illustrated below:

In [41]: a[0]

Out[41]: [3, 9]

In [42]: a[1]

Out[42]: [8, 5]

In [43]: a[1][0]

Out[43]: 8

In [44]: a[2][1]

Out[44]: 1

Multidimensional tuples work exactly like multidimensional lists, except they are immutable.

3.3. NumPy arrays

The NumPy array is the real workhorse of data structures for scientific and engineering applications. The NumPy array, formally called ndarray in NumPy documentation, is similar to a list but where all the elements of the list are of the same type. The elements of a NumPy array, or simply an *array*, are usually numbers, but can also be boolians, strings, or other objects. When the elements are numbers, they must all be of the same type. For example, they might be all integers or all floating point numbers.

3.3.1. Creating arrays (1-d)

NumPy has a number of functions for creating arrays. We focus on four (or five or six, depending on how you count!). The first of these, the array function, converts a list to an array:

In [1]: a = [0, 0, 1, 4, 7, 16, 31, 64, 127]

In [2]: b = array(a)

In [3]: b

Out[3]: array([ 0, 0, 1, 4, 7, 16, 31, 64, 127])

In [4]: c = array([1, 4., -2, 7])

In [5]: c

Out[5]: array([ 1., 4., -2., 7.])

Notice that b is an integer array, as it was created from a list of integers. On the other hand, c is a floating point array even though only one of the elements of the list from which it was made was a floating point number. The array function automatically promotes all of the numbers to the type of the most general entry in the list, which in this case is a floating point number. In the case that elements of the list is made up of numbers and strings, all the elements become strings when an array is formed from a list.

The second way arrays can be created is using the NumPy linspace or logspace functions. The linspace function creates an array of ![N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGK/pSM/ddL9g+52LMvMx2pxSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAW0lEQVQI12NgYFT+wsAYn87AwMCeysDAwQBi1AswiIMYE7k2MBSCGAeYFjBsADN4f0IYBQxpvBOANKcAw/w7IAEeBgYubSiDezWI4cPAwPgTSHOsO8DA0MDAAAB77hCL8MiAIQAAAABJRU5ErkJggg==) evenly spaced points between a starting point and an ending point. The form of the function is linspace(start, stop, N). If the third argument N is omitted, then N=50.

In [6]: linspace(0, 10, 5)

Out[6]: array([ 0. , 2.5, 5. , 7.5, 10. ])

The linspace function produced 5 evenly spaced points between 0 and 10 inclusive. NumPy also has a closely related function logspace that produces evenly spaced points on a logarithmically spaced scale. The arguments are the same as those for linspace except that start and stop refer to a power of 10. That is, the array starts at ![10^{\mathrm{start}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAQCAMAAAC4PnacAAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMAGN1IMq+LYOl0nc/7v/OBzZF2EAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAMBJREFUKM+tkeEOwyAIhA9BLKid7/+0w9osW7Y0/bGLIR58GFTgt0iu/busXPv3Y7by01Pi1erqkRHXVGzvDmTLhtK0+/KSdRw9JUXYGJkhBXXmIrMD1YmXDy02WQSt4JYUq0aqjVBn4ZMdc5LSIGQBR01kJ8SqvFh5sTLmngd1AnV0E9YONLGDnf7F8smKxxUF3DOoqnp/tBqV6b9ZXOqc4Zh30A12RWu4w86Xgtdb7PqLy3Epp7FlPv7YcsGf9ASnQgZmaD6+8AAAAABJRU5ErkJggg==) and ends at ![10^{\mathrm{stop}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAQBAMAAACW+SCeAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGN1IMq+LYOl0nc/7v/NJGvNSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAtklEQVQY02NgQABGBwZMwFmARVACIShkwMAwK6uAZZn6vFsMVVnsT5cuYHDNL2BgV2BoZjVw5y5g3sB8YSeDJgMDfwED0wSGbOZDCdwFrAsYPmxnyAYL8hsw1LBIqnEXuCIJ+jsw2MsKyPJOMVZg37CNQR0saA8U9Fq2hPkqw9SlAntTE+CCcIdvBxEg7QYM9QLogkA0BybGfloAIsiUwLAa1XP8YMe3oIiJ6rcaMMyaii0sUAEASYYvHIMRAx0AAAAASUVORK5CYII=).

In [7]: %precision 1 *# display only 1 digit after decimal*

Out[7]: u'*%.1f*'

In [8]: logspace(1, 3, 5)

Out[8]: array([ 10. , 31.6, 100. , 316.2, 1000. ])

The logspace function created an array with 5 points evenly spaced on a logarithmic axis starting at ![10^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAQBAMAAAAPAfkrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGN1IMq+LYOl0nc/7879qvP7gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAbElEQVQI12NggAEWBQYESL2AxGEBcYQMGBhmZRWAOa75BQzsCgzNEBn+AgamCQzZcA6/AUMNnOPvwGAvAOPYAzkOdb8cEByw+SBlBgz1AjAOEM1hgHGYEhhWwzlAS1vAbFH9VgOGWVMLGNABAPZNGxCz72HEAAAAAElFTkSuQmCC) and ending at ![10^3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAQBAMAAAAPAfkrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGN1IMq+LYOl0nc/7v/NJGvNSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAgElEQVQI12NggIGZaxkQ4ANTAoLjwLSAgUHIgIFhVlYBA4OEAINrfgEDuwJDMwOnJlCav4CBaQJDNgMD9wIwh9+AoYatge0BmOPvwGAvnsC6AcyxB3IcsmIFEByw+SBlBgz1AjAOEM1hgHGADlkN5wAtbQGzRfVbDRhmTS1gQAcAKowa5TYxE+YAAAAASUVORK5CYII=). The logspace function is particularly useful when you want to create a log-log plot.

The third way arrays can be created is using the NumPy arange function, which is similar to the Python range function for creating lists. The form of the function is arange(start, stop, step). If the third argument is omitted step=1. If the first and third arguments are omitted, then start=0 and step=1.

In [9]: arange(0, 10, 2)

Out[9]: array([0, 2, 4, 6, 8])

In [10]: arange(0., 10, 2)

Out[10]: array([ 0., 2., 4., 6., 8.])

In [11]: arange(0, 10, 1.5)

Out[11]: array([ 0. , 1.5, 3. , 4.5, 6. , 7.5, 9. ])

The arange function produces points evenly spaced between 0 and 10 exclusive of the final point. Notice that arange produces an integer array in the first case but a floating point array in the other two cases. In general arange produces an integer array if the arguments are all integers; making any one of the arguments a float causes the array that is created to be a float.

A fourth way to create an array is with the zeros and ones functions. As their names imply, they create arrays where all the elements are either zeros or ones. They each take on mandatory argument, the number of elements in the array, and one optional argument that specifies the data type of the array. Left unspecified, the data type is a float. Here are three examples

In [12]: zeros(6)

Out[12]: array([ 0., 0., 0., 0., 0., 0.])

In [13]ones(8)

Out[13]: array([ 1., 1., 1., 1., 1., 1., 1., 1.])

In [14]ones(8, dtype=int)

Out[14]: array([1, 1, 1, 1, 1, 1, 1, 1])

|  |
| --- |
| Recap of ways to create a 1-d array |

array(a):

Creates an array from the list a.

linspace(start, stop, num):

Returns num evenly spaced numbers over an interval from start to stop inclusive. [num=50 if omitted.]

logspace(start, stop, num):

Returns num logarithmically spaced numbers over an interval from ![10^{\mathrm{start}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAQCAMAAAC4PnacAAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMAGN1IMq+LYOl0nc/7v/OBzZF2EAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAMBJREFUKM+tkeEOwyAIhA9BLKid7/+0w9osW7Y0/bGLIR58GFTgt0iu/busXPv3Y7by01Pi1erqkRHXVGzvDmTLhtK0+/KSdRw9JUXYGJkhBXXmIrMD1YmXDy02WQSt4JYUq0aqjVBn4ZMdc5LSIGQBR01kJ8SqvFh5sTLmngd1AnV0E9YONLGDnf7F8smKxxUF3DOoqnp/tBqV6b9ZXOqc4Zh30A12RWu4w86Xgtdb7PqLy3Epp7FlPv7YcsGf9ASnQgZmaD6+8AAAAABJRU5ErkJggg==) to ![10^{\mathrm{stop}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAQBAMAAACW+SCeAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGN1IMq+LYOl0nc/7v/NJGvNSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAtklEQVQY02NgQABGBwZMwFmARVACIShkwMAwK6uAZZn6vFsMVVnsT5cuYHDNL2BgV2BoZjVw5y5g3sB8YSeDJgMDfwED0wSGbOZDCdwFrAsYPmxnyAYL8hsw1LBIqnEXuCIJ+jsw2MsKyPJOMVZg37CNQR0saA8U9Fq2hPkqw9SlAntTE+CCcIdvBxEg7QYM9QLogkA0BybGfloAIsiUwLAa1XP8YMe3oIiJ6rcaMMyaii0sUAEASYYvHIMRAx0AAAAASUVORK5CYII=) inclusive. [num=50 if omitted.]

arange([start,] stop[, step,], dtype=None):

Returns data points from start to end, exclusive, evenly spaced by step. [step=1 if omitted. start=0 and step=1 if both are omitted.]

zeros(num, dtype=float):

Returns an an array of 0s with num elements. Optional dtype argument can be used to set data type; left unspecified, a float array is made.

ones(num, dtype=float):

Returns an an array of 1s with num elements. Optional dtype argument can be used to set data type; left unspecified, a float array is made.

3.3.2. Mathematical operations with arrays

The utility and power of arrays in Python comes from the fact that you can process and transform all the elements of an array in one fell swoop. The best way to see how this works is look at an example.

In [15]: a = linspace(-1., 5, 7)

In [16]: a

Out[16]: array([-1., 0., 1., 2., 3., 4., 5.])

In [17]: a\*6

Out[17]: array([ -6., 0., 6., 12., 18., 24., 30.])

Here we can see that each element of the array has been multiplied by 6. This works not only for multiplication, but for any other mathematical operation you can imagine: division, exponentiation, *etc*.

In [18]: a/5

Out[18]: array([-0.2, 0. , 0.2, 0.4, 0.6, 0.8, 1. ])

In [19]: a\*\*3

Out[19]: array([ -1., 0., 1., 8., 27., 64., 125.])

In [20]: a+4

Out[20]: array([ 3., 4., 5., 6., 7., 8., 9.])

In [21]: a-10

Out[21]: array([-11., -10., -9., -8., -7., -6., -5.])

In [22]: (a+3)\*2

Out[22]: array([ 4., 6., 8., 10., 12., 14., 16.])

In [23]: sin(a)

Out[23]: array([-0.84147098, 0. , 0.84147098, 0.90929743,

0.14112001, -0.7568025 , -0.95892427])

In [24]: exp(-a)

Out[24]: array([ 2.71828183, 1. , 0.36787944, 0.13533528,

0.04978707, 0.01831564, 0.00673795])

In [25]: 1. + exp(-a)

Out[25]: array([ 3.71828183, 2. , 1.36787944, 1.13533528,

1.04978707, 1.01831564, 1.00673795])

In [26]: b = 5\*ones(8)

In [27]: b

Out[27]: array([ 5., 5., 5., 5., 5., 5., 5., 5.])

In [28] b += 4

In [29] b

Out[29]: array([ 9., 9., 9., 9., 9., 9., 9., 9.])

In each case, you can see that the same mathematical operations are performed individually on each element of each array. Even fairly complex algebraic computations can be carried out this way.

Let’s say you want to create an ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAIBAMAAAAy1HOFAAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAdIuvYM8y+0jpGL8pLKOWAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMElEQVQI12NgEDIRCmNgSUgXqGBgZHBnAAFTMDkJRHAdY3BgcGc6wJHA0C0hLMIAAIu1BlykoI9xAAAAAElFTkSuQmCC)-![y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAMBAMAAABCcoqQAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdzxiL+69gMvOd6b96vLQuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAR0lEQVQI12NgVGZgcmAIYxdgaWCYsJ6BfQIDQwuDPAMDwyaGs0DyK4MFiOT6CSQzMj4ASQYeAwagMm6gwjiGPiCfLSOBgQEA5LwNXddYjfoAAAAASUVORK5CYII=) data set of ![y=\cos x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAMBAMAAADCAb2DAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdzxiL+69gMvOd6b96vLQuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVQY02NgVGZgcmBABhpJExjUdBQYktQMGBiYMialLGAIYxdgaUBWw2bA+IungeEZ4wEGoOZZXEXsAgwT1jOwTwDKPXEBAg8gI34Cw4T4AIb1kbsYgOIKnAUgnS0M8ii2zQ9gYNBnYOCf8L5kAZDLAXbLJoazWBVNZVX5CuTyJoAEvzJYMKBZx7V+AYN82AKGRyDuAk6QIq6fKCbxGDAocDQwvGF7wNDIwFmQzyAFFMzI+ICiiEEvaQFDToYC0zE1BQbGR0JNE6BaCQH2CdwTCCqKY+gjqIaBLSOBoBoASsU2ERRK1X8AAAAASUVORK5CYII=) *vs*. ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAIBAMAAAAy1HOFAAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAdIuvYM8y+0jpGL8pLKOWAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMElEQVQI12NgEDIRCmNgSUgXqGBgZHBnAAFTMDkJRHAdY3BgcGc6wJHA0C0hLMIAAIu1BlykoI9xAAAAAElFTkSuQmCC) over the interval from -3.14 to 3.14. Here is how you might do it.

In [30]: x = linspace(-3.14, 3.14, 21)

In [31]: y = cos(x)

In [32]: x

Out[32]: array([-3.14 , -2.826, -2.512, -2.198, -1.884, -1.57 ,

-1.256, -0.942, -0.628, -0.314, 0. , 0.314,

0.628, 0.942, 1.256, 1.57 , 1.884, 2.198,

2.512, 2.826, 3.14 ])

In [33]: y

Out[33]: array([ -1.000e+00, -9.506e-01, -8.083e-01,

-5.869e-01, -3.081e-01, 7.963e-04,

3.096e-01, 5.882e-01, 8.092e-01,

9.511e-01, 1.000e+00, 9.511e-01,

8.092e-01, 5.882e-01, 3.096e-01,

7.963e-04, -3.081e-01, -5.869e-01,

-8.083e-01, -9.506e-01, -1.000e+00])

You can use arrays as inputs for any of the functions introduced in the section on [*Python functions: a first look*](https://physics.nyu.edu/pine/pymanual/html/chap2/chap2_basics.html#chap2-numpyfuncs). You might well wonder what happens if Python encounters an illegal operation. Here is one example.

In [34]: a

Out[34]: array([-1., 0., 1., 2., 3., 4., 5.])

In [35]: log(a)

-c:1: RuntimeWarning: divide by zero encountered in log

-c:1: RuntimeWarning: invalid value encountered in log

Out[35]: array([ nan, -inf, 0. , 0.693, 1.099, 1.386,

1.609])

We see that NumPy calculates the logarithm where it can, and returns nan (not a number) for an illegal operation, taking the logarithm of a negative number, and -inf, or ![-\infty](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAKBAMAAAC+m5giAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASN2dYOn7r8+/8xiLdDKQAsFRAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZUlEQVQI12NgwAFYwtIZGCSmG8AFxBmkVvNMYNgMFyhg4M66wcDAu4FBSAkIlBkOMDDI/2Zg4L4AUwEU4PyOLAA0Taj+AgPvA5iACwOjNudfoNkwwFvczsBwKnUCwiHcIGIDAwMA9skT31MWhF0AAAAASUVORK5CYII=) for the logarithm of zero. The other values in the array are correctly reported. NumPy also prints out a warning message to let you know that something untoward has occurred.

Arrays can also be added, subtracted, multiplied, and divided by each other on an element-by-element basis, provided the two arrays have the same size. Consider adding the two arrays a and b defined below:

In [36]: a = array([34., -12, 5.])

In [37]: b = array([68., 5.0, 20.])

In [38]: a+b

Out[38]: array([ 102., -7., 25.])

The result is that each element of the two arrays are added. Similar results are obtained for subtraction, multiplication, and division:

In [39]: a-b

Out[39]: array([-34., -17., -15.])

In [40]: a\*b

Out[40]: array([ 2312., -60., 100.])

In [41]: a/b

Out[41]: array([ 0.5 , -2.4 , 0.25])

These kinds of operations with arrays are called *vectorized* operations because the entire array, or “vector”, is processed as a unit. Vectorized operations are much faster than processing each element of arrays one by one. Writing code that takes advantage of these kinds of vectorized operations is almost always to be preferred to other means of accomplishing the same task, both because it is faster and because it is usually syntactically simpler. You will see examples of this later on when we discuss loops in Chapter 6.

3.3.3. Slicing and addressing arrays

Arrays can be sliced in the same ways that strings and lists can be sliced—any way you slice it! Ditto for accessing individual array elements: 1-d arrays are addressed the same way as strings and lists. Slicing, combined with the vectorized operations can lead to some pretty compact and powerful code.

Suppose, for example, that we have two arrays y, and t for position *vs* time of a falling object, say a ball, and we want to use these data to calculate the velocity as a function of time:

In [42]: y = array([ 0. , 1.3, 5. , 10.9, 18.9, 28.7, 40. ])

In [43]: t = array([ 0. , 0.49, 1. , 1.5 , 2.08, 2.55, 3.2 ])

We can get find the average velocity for time interval ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAANBAMAAAB4JQK4AAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAdPsYMmDdi0ivv/OdOHbT9wAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADBJREFUCNdjYAABRgUGBmYHBhhgFWNgMGdqYAjwBXJmAbEGUMmGAAbOCQcYOJYbAABT8gXROnrGSAAAAABJRU5ErkJggg==) by the formula

![v_i = \frac{y_i-y_{i-1}}{t_i-t_{i-1}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGsAAAAlBAMAAAC3wwojAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdGPsyi+lgna/P879D+OApAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABS0lEQVQ4y52UMUvDQBiGX1OT2GgwDs4OjoIUHBxcukhxEX/CgYuLeJtDFv+AcLsgmYqgQ7dAUiW7DiL5GQU7BEEXvSiBEu+7S/KMDzzcHbwJoGBpG1ZmMApGdrA2MRgF4gK2sCaEcQZUN8UWlsu77ZVEC0YSvlLZG+5o45BZgQM8UEaTOZ+uPyQMnYXhHGcKc5+miSaDN0BMGTKzhS+Qc8KQ2TGegIQR5vaLqTM35CYj13bI0Bq5thXRPpNr89jv2mYvkuem3RRutbaKbxPzcm0uOlBg429t7S5ZIKrtrxG7l6jtrzFxtyyvr8IJTKIkqe+kx01CyTozCSWbRqHi5jo2CDX7RqHkA9ghxCld9U+A4eLvtRLyg32ks9WMFud01uNHXkYITeYHEc8JocmsmDlX/4SXpmmky8rXcELoM39ECMNpY7Xov4/RmR9Hyo9LYiryZAAAAABJRU5ErkJggg==)

We can easily calculate the entire array of of velocities using the slicing and vectorized subtraction properties of NumPy arrays by noting that we can create two y arrays displaced by one index

In [44]: y[:-1]

Out[44]: array([ 0. , 1.3, 5. , 10.9, 18.9, 28.7])

In [45]: y[1:]

Out[45]: array([ 1.3, 5. , 10.9, 18.9, 28.7, 40. ])

The element-by-element difference of these two arrays is

In [46]: y[1:]-y[:-1]

Out[46]: array([ 1.3, 3.7, 5.9, 8. , 9.8, 11.3])

The element-by-element difference of the two arrays y[1:]-y[:-1] divided by t[1:]-t[:-1] gives the entire array of velocities

In [47]: v = (y[1:]-y[:-1])/(t[1:]-t[:-1])

In [48]: v

Out[48]: array([ 2.65306122, 7.25490196, 11.8 ,

13.79310345, 20.85106383, 17.38461538])

Of course, these are the average velocities over each interval so the times best associated with each interval are the times halfway in between the original time array, which we can calculate using a similar trick of slicing:

In [49]: tv = (t[1:]+t[:-1])/2.

In [50]: tv

Out[50]: array([ 0.245, 0.745, 1.25 , 1.79 , 2.315, 2.875])

3.3.4. Multi-dimensional arrays and matrices

So far we have examined only one-dimensional NumPy arrays, that is, arrays that consist of a simple sequence of numbers. However, NumPy arrays can be used to represent multidimensional arrays. For example, you may be familiar with the concept of a *matrix*, which consists of a series of rows and columns of numbers. Matrices can be represented using two-dimensional NumPy arrays. Higher dimension arrays can also be created as the application demands.

3.3.4.1. Creating NumPy arrays

There are a number of ways of creating multidimensional NumPy arrays. The most straightforward way is to convert a list to an array using NumPy’s array function, which we demonstrate here:

In [51]: b = array([[1., 4, 5], [9, 7, 4]])

In [52]: b

Out[52]: array([[1., 4., 5.],

[9., 7., 4.]])

Notice the syntax used above in which two one-dimensional lists [1., 4, 5] and [9, 7, 4] are enclosed in square brackets to make a two-dimensional list. The array function converts the two-dimensional list, a structure we introduced earlier, to a two-dimensional array. When it makes the conversion from a list to an array, the array function makes all the elements have the same data type as the most complex entry, in this case a float. This points out an important difference between NumPy arrays and lists: all elements of a NumPy array must be of the same data type: floats, or integers, or complex numbers, *etc*.

There are a number of other functions for creating arrays. For example, a 3 row by 4 column array or ![3 \times 4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAANBAMAAAApsTHbAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi53Prxi/3ft0SDJg8+msX3GuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAnUlEQVQY02NgEFQWYEABSxgYWARYP6IKXmNgYCtgaEYRYzQDkWCV3AoMDDwHQNxTaSCSpQBEOjEwTAYrEQAJciYHgKUUOA1ANBMDWCVXF9gsJ7BChtMQQQYLMMl+AaIbJMi8gMF/A4g72QVEcrq43PNi2D+BwR7MM2BxgLipDGhBAGsTWCEDgwtckEFFeQLInUCrWcDuXPYjmwEbAACGOBs5/UveXAAAAABJRU5ErkJggg==) array with all the elements filled with 1 can be created using the ones function introduced earlier.

In [53]: a = ones((3,4), dtype=float)

In [54]: a

Out[54]: array([[ 1., 1., 1., 1.],

[ 1., 1., 1., 1.],

[ 1., 1., 1., 1.]])

Using a tuple to specify the size of the array in the first argument of the ones function creates a multidimensional array, in this case a two-dimensional array with the two elements of the tuple specifying the number of rows and columns, respectively. The zeros function can be used in the same way to create a matrix or other multidimensional array of zeros.

The eye(N) function creates an ![N \times N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAMBAMAAAA0SDgbAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGK/pSM/ddL9g+52LMvMx2pxSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA00lEQVQY02NgYFT+wsAYn86ADITsHRhEvxUAWeypDAwcDKigLICBoQHEYK8XYBBHkyz/yMAI0sgwkWsDQyGIcRuIZ4LlOAVWM7ALgFgHmBYwbAAxmDYwsAeAJXkYtBi4wawDvD8hkgzaDKUMUMn7EyCSBQxpvBPALKbtEI0M7AxsCTch5jPMvwN1Rx6UnsjA+fcAxAgGLm2ohiAFCAMosWgDVJJ7NUSslEEJLrkLLOnDwMD4E6IxgIEJrJUFKCkPcgbHugPQwGC4CsSaIEbXG0iYAQBnlCo93mzTzQAAAABJRU5ErkJggg==) two-dimensional identity matrix with ones along the diagonal:

In [55]: eye(4)

Out[55]: array([[ 1., 0., 0., 0.],

[ 0., 1., 0., 0.],

[ 0., 0., 1., 0.],

[ 0., 0., 0., 1.]])

Multidimensional arrays can also be created from one-dimensional arrays using the reshape function. For example, a ![2 \times 3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAi52/3WAYMnTzSM/7r18zpBYAAAAJcEhZcwAADsQAAA7EAZUrDhsAAACmSURBVAjXY2AQMglgQAKMQhuBRAL7C2TBiwx5AgycCxh2IguaMPBsYOARYLgHZLMrMDCwQswBqgQCsMpLDAzdELVXQAQb2ExeBY4NYLHmbSCSRQHMuQRVyLBmAZBQgrBZJkAFuQ8wMHBAFDJ03wVTuxh4nzMwBDIwgTgcG3gvgFzxgoH7AQOXaWgzWCEDA1jpNYYcBQaed+9eg1QAreYFuZPp0g4GAC+EItjMYfibAAAAAElFTkSuQmCC) array can be created as follows:

In [56]: c = arange(6)

In [57]: c

Out[57]: array([0, 1, 2, 3, 4, 5])

In [58]: c = reshape(c, (2,3))

In [59]: c

Out[59]: array([[0, 1, 2],

[3, 4, 5]])

3.3.4.2. Indexing multidimensional arrays

The individual elements of arrays can be accessed in the same way as for lists:

In [60]: b[0][2]

Out[60]: 5.

You can also use the syntax

In [61]: b[0,2]

Out[61]: 5.

which means the same thing. Caution: both the b[0][2] and the b[0,2] syntax work for NumPy arrays and mean exactly the same thing; for lists only the b[0][2] syntax works.

3.3.4.3. Matrix operations

Addition, subtraction, multiplication, division, and exponentiation all work with multidimensional arrays the same way they work with one dimensional arrays, on an element-by-element basis, as illustrated below:

In [62]: b

Out[62]: array([[ 1., 4., 5.],

[ 9., 7., 4.]])

In [63]: 2\*b

Out[63]: array([[ 2., 8., 10.],

[ 18., 14., 8.]])

In [64]: b/4.

Out[64]: array([[ 0.25, 1. , 1.25],

[ 2.25, 1.75, 1. ]])

In [65]: b\*\*2

Out[65]: array([[ 1., 16., 25.],

[ 81., 49., 16.]])

In [66]: b-2

Out[66]: array([[-1., 2., 3.],

[ 7., 5., 2.]])

Functions also act on an element-to-element basis

In [67]: sin(b)

Out[67]: array([[ 0.84147098, -0.7568025 , -0.95892427],

[ 0.41211849, 0.6569866 , -0.7568025 ]])

Multiplying two arrays together is done on an element-by-element basis. Using the matrices b and c defined above, multiplying them together gives

In [68]: b

Out[68]: array([[ 1., 4., 5.],

[ 9., 7., 4.]])

In [69]: c

Out[69]: array([[0, 1, 2],

[3, 4, 5]])

In [70]: b\*c

Out[70]: array([[ 0., 4., 10.],

[ 27., 28., 20.]])

Of course, this requires that both arrays have the same shape. Beware: array multiplication, done on an element-by-element basis, is not the same as matrix multiplication as defined in linear algebra. Therefore, we distinguish between *array* multiplication and *matrix* multiplication in Python.

Normal matrix multiplication is done with NumPy’s dot function. For example, defining d to be the transpose of c using using the array function’s T transpose method creates an array with the correct dimensions that we can use to find the matrix product of b and d:

In [71]: d = c.T

In [72]: d

Out[72]: array([[0, 3],

[1, 4],

[2, 5]])

In [73]: dot(b,d)

Out[73]: array([[ 14., 44.],

[ 15., 75.]])

3.3.5. Differences between lists and arrays

While lists and arrays are superficially similar—they are both multi-element data structures—they behave quite differently in a number of circumstances. First of all, lists are part of the core Python programming language; arrays are a part of the numerical computing package NumPy. Therefore, you have access to NumPy arrays only if you load the NumPy package using the import command.

Here we list some of the differences between Python lists and NumPy arrays, and why you might prefer to use one or the other depending on the circumstance.

* The elements of a NumPy array must all be of the same type, whereas the elements of a Python list can be of completely different types.
* NumPy arrays support “vectorized” operations like element-by-element addition and multiplication. This is made possible, in part, by the fact that all elements of the array have the same type, which allows array operations like element-by-element addition and multiplication to be carried out by very efficient C loops. Such “vectorized” operations on arrays, which includes operations by NumPy functions such as numpy.sin and numpy.exp, are much faster than operations performed by loops using the core Python math package functions, such as math.sin and math.exp, that act only on individual elements and not on whole lists or arrays.
* Adding one or more additional elements to a NumPy array creates a new array and destroys the old one. Therefore it can be very inefficient to build up large arrays by appending elements one by one, especially if the array is very large, because you repeatedly create and destroy large arrays. By contrast, elements can be added to a list without creating a whole new list. If you need to build an array element by element, it is usually better to build it as a list, and then convert it to an array when the list is complete. At this point, it may be difficult for you to appreciate how and under what circumstances you might want build up an array element by element. Examples are provided later on: for an example see the section on [*Looping over arrays in user-defined functions*](https://physics.nyu.edu/pine/pymanual/html/chap7/chap7_funcs.html#loopingarrays).

3.4. Dictionaries

A Python *list* is a collection of Python objects indexed by an ordered sequence of integers starting from zero. A dictionary is also collection of Python objects, just like a list, but one that is indexed by strings or numbers (not necessarily integers and not in any particular order) or even tuples! For example, suppose we want to make a dictionary of room numbers indexed by the name of the person who occupies each room. We create our dictionary using curly brackets {...}.

In [1]: room = {"Emma":309, "Jacob":582, "Olivia":764}

The dictionary above has three entries separated by commas, each entry consisting of a key, which in this case is a string, and a value, which in this case is a room number. Each key and its value are separated by a colon. The syntax for accessing the various entries is similar to a that of a list, with the key replacing the index number. For example, to find out the room number of Olivia, we type

In [2]: room["Olivia"]

Out[2]: 764

The key need not be a string; it can be any immutable Python object. So a key can be a string, an integer, or even a tuple, but it can’t be a list. And the elements accessed by their keys need not be a string, but can be almost any legitimate Python object, just as for lists. Here is a weird example

In [3]: weird = {"tank":52, 846:"horse", "bones":[23,

...: "fox", "grass"], "phrase":"I am here"}

In [4]: weird["tank"]

Out[4]: 52

In [5]: weird[846]

Out[5]: 'horse'

In [6]: weird["bones"]

Out[6]: [23, 'fox', 'grass']

In [7]: weird["phrase"]

Out[7]: 'I am here'

Dictionaries can be built up and added to in a straightforward manner

In [8]: d = {}

In [9]: d["last name"] = "Alberts"

In [10]: d["first name"] = "Marie"

In [11]: d["birthday"] = "January 27"

In [12]: d

Out[12]: {'birthday': 'January 27', 'first name': 'Marie',

'last name': 'Alberts'}

You can get a list of all the keys or values of a dictionary by typing the dictionary name followed by .keys() or .values().

In [13]: d.keys()

Out[13]: ['last name', 'first name', 'birthday']

In [14]: d.values()

Out[14]: ['Alberts', 'Marie', 'January 27']

In other languages, data types similar to Python dictionaries may be called “hashmaps” or “associative arrays”, so you may see such term used if you read on the web about dictionaries.

3.5. Random numbers

Random numbers are widely used in science and engineering computations. They can be used to simulate noisy data, or to model physical phenomena like the distribution of velocities of molecules in a gas, or to act like the roll of dice in a game. There are even methods for numerically evaluating multi-dimensional integrals using random numbers.

The basic idea of a random number generator is that it should be able to produce a sequence of numbers that are distributed according to some predetermined distribution function. NumPy provides a number of such random number generators in its library numpy.random. Here we focus on three: rand, randn, and randint.

3.5.1. Uniformly distributed random numbers

The rand(num) function creates and array of num floats uniformly distributed on the interval from 0 to 1.

In [1]: rand()

Out[1]: 0.5885170150833566

In [2]: rand(5)

Out[2]: array([ 0.85586399, 0.21183612, 0.80235691,

0.65943861, 0.25519987])

If rand has no argument, a single random number is generated. Otherwise, the argument specifies the number of size of the array of random numbers that is created.

If you want random numbers uniformly distributed over some other interval, say from ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAIBAMAAADZ48iGAAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAnYt06d3P+zJIYBiv8zNIcgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADlJREFUCNdjYGAUMmFgYAhiSGNgYHJgSGJgYFdgqGBg6G3gLGBgmMvAGLCAgX3DlgMKDFyHLRI3AACfygm4pASKAAAAAABJRU5ErkJggg==) to ![b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANBAMAAABm7DILAAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAnUjdYK/pGHQy+7/zJ+frmgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAEJJREFUCNdjYGBUYGBgsmUAAmcQEQoiUoCY/UZjAwPHTYblDNwBDEsYeBzYLzHUFnBcYJjFwBzAwMPgxsDAEiHAAAAd0gpZzv3uqwAAAABJRU5ErkJggg==), then you can do that simply by stretching the interval so that it has a width of ![b-a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAANBAMAAADYumpWAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnUjdYK/pGHQy+7/zi88uA/LZAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAf0lEQVQY02NgYFRgwABM9gxYgDM2wVBsgilYxNh/NDYg8xll2xgYOH4yLEcWtGV4x8DAHcCwBEmMN4HhLQMDjwP7J6DDjEFAgIGB6wLDSgaG+gKOD0gq509gWsDAMIuBOQBJUJ+B0cCBgYfBDdkeroKygAsMLBECyIIsEZ0PCwCELxdRxkxxNAAAAABJRU5ErkJggg==) and displacing the lower limit from 0 to ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAIBAMAAADZ48iGAAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAnYt06d3P+zJIYBiv8zNIcgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADlJREFUCNdjYGAUMmFgYAhiSGNgYHJgSGJgYFdgqGBg6G3gLGBgmMvAGLCAgX3DlgMKDFyHLRI3AACfygm4pASKAAAAAABJRU5ErkJggg==). The following statements produce random numbers uniformly distributed from 10 to 20:

In [3]: a, b = 10, 20

In [4]: (b-a)\*rand(20) + a

Out[4]: array([ 10.99031149, 18.11685555, 11.48302458,

18.25559651, 17.55568817, 11.86290145,

17.84258224, 12.1309852 , 14.30479884,

12.05787676, 19.63135536, 16.58552886,

19.15872073, 17.59104303, 11.48499468,

10.16094915, 13.95534353, 18.21502143,

19.61360422, 19.21058726])

3.5.2. Normally distributed random numbers

The function randn(num) produces a *normal* or *Gaussian* distribution of num random numbers with a mean of 0 and a standard deviation of 1. That is, they are distributed according to

![P(x) = \frac{1}{\sqrt{2\pi}} e^{-\frac{1}{2}x^2} \;.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAAqBAMAAAC97o9sAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr/O/3UjPYDKLGJ376XRVTUmRAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACO0lEQVRIx2NgIBIsCWCgGmicX0A9wxj4Rw2jjmHFBVQ0jBEiOM+ceoaxbmiiossYytAlVkKoCWQYxmWFLgEVWIzdrIX+F7HkpxJTBr7Jrzd0ssNFhD4KmgQwcENt5ptAmvfXsU1/cUgNzmVJYGD/wcAL414gyoyNgoLSDPz//39gYGpACY0JDFy/GV7CuDtJjBkeFF59AwPrdwYPGDeENLPePWFHdpoMAwPzBYYDwOCaWDetAc0mrGDmxAUMsNT6cOI8ZKlrDAx7F4AMq+A4xxPAwE/QLJYHrA8YcKTWL7t3FzBwKDAwPGAHmsjABLLVLA0IEnEYJsuwEOoyjNTK/hVEggxjYEyAGYYA/9HBB4bPM2dBJTFSK+MBsDCI5J2AETtYAMcPOBMptUIAUwKYAhm2voEdahg+b3L9YmCAuJ4DKbVCwHpIYHowsB+YzxBBTNK4ysCJrariyGJgvO8HiW4GVrs4OWCe2ofVgH6kMFsIDzMUwHoUUS/iz06pJKVkRqjL2bFmdA4H0vKFAb4iiJnE+hxaOM7C3jhg4NzsTq26SRxoSf8D6pjF5cCgysCmQB3DgGX9SQbGD9QxbC2IYFPguP///x+KDAJF7z5IVmFu2PCCIrNY5R9AE7I3QwDHAwHKvMh7gYEbFI/cG4Bht8CAMsOA5R245noNKmMZHCgMfRVgIQDOZhsYJjJQGqPzG0BBFlxeZ8BwneErhYbxWAJDi+H8//8JXAoMlOYp7r9UbDMCq3sqAqLbmgBZ/qh24dD2oAAAAABJRU5ErkJggg==)

The figure below shows histograms for the distributions of 10,000 random numbers generated by the np.random.rand (blue) and np.random.randn (green) functions. As advertised, the np.random.rand function produces an array of random numbers that is uniformly distributed between the values of 0 and 1, while np.random.randn function produces an array of random numbers that follows a distribution of mean 0 and standard deviation 1.
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Histograms of random numbers.

If we want a random numbers with a Gaussian distribution of width ![\sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAIBAMAAADdFhi7AAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAi/P7z78Y3a9g6Uh0Miib0ZoAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAA2SURBVAjXY2Bg1Hv3mIGBwTWtAkgyFjDMAlLMGxiOA6nLDAwRQAooYgakmBhYDgAp7sZuIAkALjcJgaWaemkAAAAASUVORK5CYII=) centered about ![x_0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAdIuvYM8y+0jpGL+d3RWQviMAAAAJcEhZcwAADsQAAA7EAZUrDhsAAABZSURBVAjXY2AQMhEKYwACloR0gQoQg5HBnYGB49ABINOUgYGTQQnImMTA4MrQy8DA9YzB4ShDOoM70wOOhNMMeQzdEsIiDEcZ2hnAwBcIwYCT4RCEwWJkAADdYg6fCShgNgAAAABJRU5ErkJggg==), we stretch the interval by a factor of ![\sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAIBAMAAADdFhi7AAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAi/P7z78Y3a9g6Uh0Miib0ZoAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAA2SURBVAjXY2Bg1Hv3mIGBwTWtAkgyFjDMAlLMGxiOA6nLDAwRQAooYgakmBhYDgAp7sZuIAkALjcJgaWaemkAAAAASUVORK5CYII=) and displace it by ![x_0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAdIuvYM8y+0jpGL+d3RWQviMAAAAJcEhZcwAADsQAAA7EAZUrDhsAAABZSURBVAjXY2AQMhEKYwACloR0gQoQg5HBnYGB49ABINOUgYGTQQnImMTA4MrQy8DA9YzB4ShDOoM70wOOhNMMeQzdEsIiDEcZ2hnAwBcIwYCT4RCEwWJkAADdYg6fCShgNgAAAABJRU5ErkJggg==). The following code produces 20 random numbers normally distributed around 15 with a width of 10:

In [5]: x0, sigma = 15, 10

In [6]: sigma\*randn(20) + x0

Out[6]: array([ 9.36069244, 13.49260733, 6.12550102,

18.50471781, 9.89499319, 14.09576728,

12.45076637, 17.83073628, 2.95085564,

18.2756275 , 14.781659 , 31.80264078,

20.8457924 , 13.87890601, 25.41433678,

15.44237582, 21.2385386 , -3.91668973,

31.19120157, 26.24254326])

3.5.3. Random distribution of integers

The function randint(low, high, num) produces a uniform random distribution of num integers between low (inculsive) and high (exclsusive). For example, we can simulate a dozen rolls a single die with the following statement

In [7]: randint(1, 7, 12)

Out[7]: array([6, 2, 1, 5, 4, 6, 3, 6, 5, 4, 6, 2])

3.5.4. Loading random number functions

When working within the IPython shell, you can use the random number functions simply by writing rand(10), randn(10), or, randint(10), because the np.random library is loaded when IPython is launched. However, to use these functions in a script or program, you need to load them from the numpy.random library, as discussed in section on [*Importing Modules*](https://physics.nyu.edu/pine/pymanual/html/chap2/chap2_basics.html#importmods), and as illustrated in the above program for making the histogram in the above figure.

|  |
| --- |
| Recap of random number generators |

Random number generators

must be imported from the numpy.random library. For more information, see <http://docs.scipy.org/doc/numpy/reference/routines.random.html>

rand(num)

generates an array of num random floats uniformly distributed on the interval from 0 to 1.

randn(num)

generates an array of num random floats normally distributed with a width of 1.

randint(low, high, num)

generates an array of num random integers between low (inclusive) and high exclusive.

3.6. Exercises

1. Create at array of 9 evenly spaced numbers going from 0 to 29 (inclusive) and give it the variable name r. Find the square of each element of the array (as simply as possible). Find twice the value of each element of the array in two different ways: (*i*) using addition and (*ii*) using multiplication.
2. Create the following arrays:
   1. an array of 100 elements all equal to ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAIBAMAAAA2IaO4AAAAIVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADdcGRXAAAACnRSTlMAi68Y3XRI6b8yQReQhwAAAAlwSFlzAAAOxAAADsQBlSsOGwAAADBJREFUCNdjYGAUVGZgcGVIZWAqYFZm4GoUNGCYNYGBgcHKgIGZgT2BQYyBWVHQAABe5AS9N9pK7gAAAABJRU5ErkJggg==), the base of the natural logarithm;
   2. an array in 1-degree increments of all the angles in degrees from 0 to 360 degrees;
   3. an array in 1-degree increments of all the angles in radians from 0 to 360 degrees;
   4. an array from 12 to 17, not including 17, in 0.2 increments;
   5. an array from 12 to 17, including 17, in 0.2 increments.
3. The position of a ball at time ![t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAMBAMAAACzedEdAAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAMkjdi/tgr+nzzxiddMVk0yEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAA2SURBVAjXY2BgVGBgYHZgYOATYGBQZWBI7yxhYDBhYGB4yMDAFsDAwL4AJL2NgVPhAANviQAAenMGkdisMLYAAAAASUVORK5CYII=) dropped with zero initial velocity from a height ![h_0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAQBAMAAAA7eDg3AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMArxhg6ft0z7+LMkjd851QGm9LAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAbUlEQVQI12NgYFRgAANmVwYoSIcxOmGMKCjNFZ1ZAGZwRjOcBDPYBRiuMeybx8DAv4DhE4MD5wSGrQxsDswF3AcYnjPwPLAr4Apg8GTgX23XwPWB4RYD4zS+Au4AiH0HmA9ATHXgmwBhGE5kAADtERYhoR077wAAAABJRU5ErkJggg==) is given by

![y = h_0 - \tfrac{1}{2}gt^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAAXBAMAAAD6hHy4AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdzxiL+69gMvOd6b96vLQuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABgUlEQVQ4y2NgIApwGSDYc/oYiAQZG+BM1gS+BiJ1cSF0cW5gu0C6LoYFHA5YVHAE4NfFwL0AUwHndbx2LWRg8MTmGhW8uswYeASw2MXwDK+uXwxKUQewqKjCIjbvD9R8xgKu//8bGBiVGZhQwoSrUM0Be0BGpJ3h7N2RAGKGsQuwoMQaWyHQ7TI5WFy5lfUnAzNYE8OE9QzsExgY+FxAAKQdaMYmhgtsCcga+P///8/Am8DwlYEf6tIWBnkUI4HiXzkdGEEJT9gYCGxgEvMDODcwTIdyNjGcRdElzsB0gceBqwDDhacZOB4A7YCArwwWDMguPMLAfGDOA64PKDpA6byFgVeBwYx1AkQX108UBdcY+BfOcWBEsQuczpUZ8hcwbOSBZoIMVGN3MXAkcRpwGqCkMlA65zh0nIFBIwsqxGOAGcoXeFDCEJrOW+B89gncEzB1zchAEwCn82twbhwDURnak4HjAhMiN7JlJBChCZjOmZpOMJAIsKdzQgUAKJ0jAQDtR17sbctO7wAAAABJRU5ErkJggg==)

where ![g=9.8~\mathrm{m/s}^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAAAWBAMAAAAm+j/UAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGK+LnTLzYOm/z3Td+0iuyn13AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABhUlEQVQ4y2NgIA2UaJKogYHRgFOBRC3sCcwNpFoTwLSABNUQtWwBmDLcKvPAlIs2qjgrxBPLsRhmAzFoOwPLBhRxJrDxLA+w2PKbgWkCkFrIwIrqah4wuVvUAUMH63cG5gtAehUDtwFqjIBl//8Huo9R2cQBTcsHIB2fXgTivvhqvVp4VwGQNZGBebcNRE2YgHwBsmnJDJxfQVrvgyOA8TPDewP2C+AAe8LABVHSzMAvwMDAuQoEQIHyhiHoI8i3j789AEl/Z5AvYARay72BoSyAHRKfHxnKUD1jXQJy2FEGmQQQ9yuDfAAj0AygBZx/l4JVsCQwoKc0zgNAjUCciqxFioFBQHq9ADi4FzB0MyA7bDsD2wOIlgPIWtwZGEwZOMFRxX2A+SuKHYcZPBlYFwJjmc8BWQtQvyUDE9h7DCpbLqBoeeJkwMB3j4FFRRnEe/Wnbv3xV78esAKjd4u1NSwlEJM2oeZDAYcBEVp4kNgaDDuISflPkNibthCVMycykAwmIJgAh+hmCZW9zMsAAAAASUVORK5CYII=). Suppose ![h_0=10~\mathrm{m}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAQBAMAAABzZ+XyAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMArxhg6ft0z7+LMkjd851QGm9LAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA90lEQVQoz2NgYFRgIAowu2IT1dnAwJA3zwBFLB2LuoXzDRiYDzB4owh2YjOR34CBJ4FhOopYFA6F/BsYTJGFuKIzC7AqXL+AYT/Qn9z+K9OTphUzMHBGM5zEqnD/AhBiYNCfwP0TZDa7AMM1hn3zQLIc5SAggKaQ34DpM4M+kF7A8InBgXMCptUbGOxBQcy/gOkXg74Cw1YGNgfmAu4DmJ4xYEhlQFL4nIHngV0BVwCG1TwTgHJICj0Z+FfbNXB9wDARGOBeyApvMTBO4yvgDkBRp3jecQNDXiIoCrnrD2//Y11fDYnvA8wHiEsZDnwTiFNoOJGgEgBaGUWE9g6PpAAAAABJRU5ErkJggg==). Find the sequence of times when the ball passes each half meter assuming the ball is dropped at ![t=0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMkjdi/tgr+nzzxiddL/FcDUdAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAeUlEQVQI12NgYFRgQAa8R44BSWYHFMFkBg6gKn4BFEFbBpYFDAyqKGIMnxjYAhjSO0uQxRg/MjD9ZmAwQVHI9BGEGD6C2HyrQKAAJgg0AUU70MzfDOwLUC36xsAbAHTmNmTtQCt4FjBwKhxAd7wAA28JquN5z5YxAADPPR46OzunFgAAAABJRU5ErkJggg==). Hint: Create a NumPy array for ![y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAMBAMAAABCcoqQAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdzxiL+69gMvOd6b96vLQuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAR0lEQVQI12NgVGZgcmAIYxdgaWCYsJ6BfQIDQwuDPAMDwyaGs0DyK4MFiOT6CSQzMj4ASQYeAwagMm6gwjiGPiCfLSOBgQEA5LwNXddYjfoAAAAASUVORK5CYII=) that goes from 10 to 0 in increments of -0.5 using the arange function. Solving the above equation for ![t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAMBAMAAACzedEdAAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAMkjdi/tgr+nzzxiddMVk0yEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAA2SURBVAjXY2BgVGBgYHZgYOATYGBQZWBI7yxhYDBhYGB4yMDAFsDAwL4AJL2NgVPhAANviQAAenMGkdisMLYAAAAASUVORK5CYII=), show that

![t = \sqrt{\frac{2(h_0-y)}{g}} \;.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAA4BAMAAAAhoCakAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMkjdi/tgr+nzzxiddL/FcDUdAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACmklEQVRIx82XMYjTUBjH/2nTpNcmV3HTwctSBBEv4qEODhmEDt5x8XDWDuIhVCzSQUS0oA4OQnWVg2yCLgUPBwfbScRBKxYU6VBBF3XoidQhQn0vXHtJfEleSAa/IU1eXn593/v+35cvANuKqxMeGyHEpC4Sm1JNzii0kzOy+D8Y+1NgrKTA+Dw92QycIkYx9OnJd0Bmx6g4jGaIb446OpHuBMzphyME8h+nsNBDnlx8CpiUD2eoBvAAhZbzX1+CtGyEMmQNOAN5hMPk4nTApIzOITGyDpP4tda3/E+/h0rGTA5Gp0eniWtYwsFl9+3NnFaoA6GZj+fO8QSEFllNHRtoim7nqwvIkcR+GMqoOXvWdRilXbAlizqfOUKNVpZrWEQU4yU9DIiOiC9lqE3FEjzOb+AVovbjCS1lBrp02mtku7Wh4HHexrFIBo3aoQuXhjS2t1HaXbMyngdsYRwZW3r33GRi4SRwH/KKpEueByoVsiylN5O1xlBPfXr2dPu36ROloru1nmUoVuy5BUttveK+n6vOkdCen12T0P1j8ztjzAR/gRue3C+HV1NmDRIrZPHirKys320kr8hLjLF9MRlb9PDtMbFHsw3ox0NIPrGJJENwhe41zzt7O3i+2pAfuSsy5wvNeObxpf8zPmNO83YJ736RyFsxAHvbUBs+jf2O2XyUGblyK4Xm42sKzcfbdvLG4bKWnNExkjcfuWFA81FsLPPGK9/caT48tqfd4Y3XvBkgU1KbeeMl2myGZOMi735kxgKz/iktWgD5rPhHZfYVJMHvcQfmrKwx2xpd3OJmHA+Q2PWByc24GdRnyfwlYfVAkHIMbsbiD+bwVXzkF3tpzBz+MKjHqI52Cp8dZnKGrCdnqCl8Dsa2v3IO056mPgbYAAAAAElFTkSuQmCC)

Using this equation and the array you created, find the sequence of times when the ball passes each half meter. Save your code as a Python script. It should yield the following results for the y and t arrays:

In [2]: y

Out[2]: array([10. , 9.5, 9. , 8.5, 8. , 7.5, 7. , 6.5,

6. , 5.5, 5. , 4.5, 4. , 3.5, 3. , 2.5,

2. , 1.5, 1. , 0.5])

In [3]: t

Out[3]: array([ 0. , 0.31943828, 0.45175395,

0.55328334, 0.63887656, 0.71428571,

0.7824608 , 0.84515425, 0.9035079 ,

0.95831485, 1.01015254, 1.05945693,

1.10656667, 1.15175111, 1.19522861,

1.23717915, 1.27775313, 1.31707778,

1.35526185, 1.39239919])

1. Recalling that the average velocity over an interval ![\Delta t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAMBAMAAAB/4Ov2AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMvOvdL8YSGD7z4vdnekh2XaKAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAdklEQVQI12NgYGAQYgABcTBpbwAiT4MIRtdvIOojiGBm+wok2SeA2BUM9gIMHHbKG4BsAwbOBQwMPCAmSwED93cGBn4BkHIg1mFg6AQp3wjE/g0MViD2BSDme8Bwmq2Bgdejo6Oj+QuDOi8DA+d/EPjE4LyRAQAIExozRrPG0QAAAABJRU5ErkJggg==) is defined as ![\bar{v} = \Delta y/\Delta t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAASBAMAAAAteAQNAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi690SN0Y+zLpYJ3P87+tqn/aAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABWElEQVQoz41SPUvDUBQ9+WiaNqYfTm4mxcFBSEBdRGpAQXCq/6BOgosOTkWw6Kzt6iCEjpkK4h46OxTExak/QLCoFBH8OK8Fa0KxOXDvu/dw3n333feAKZiZJrj4E5/R9K6IdA+YLZXcmNixxvEiTX4RUaowqbBeHoyTCu38uUqfr08Sy9rXb5xt01mHPfptQF3FfmzLDhwymxWsAznWVH35HWhd29hLexk/KraQDqEVjtEZDUMGTrjsAn4Dhqj8dEd0hFbxIL0hq/dRA5ZJrADznASrYwlSrGXaA5dQ7QPh8CSYFWSPGN7HxXO0DR+mazShUSzxYOWDm8kPsIVIG+L+mSby1ZQFg9cxBHnFMR8IcTtS2FgLgqD1SnHDR4rEDfPAcU2PunIx2kX6W+ATku0AlyROh0RXsev/fZFbYAHJUMPj6LETQOvJPajthJWL9uixEyMXTX8ACJpU2SaDvNEAAAAASUVORK5CYII=), find the average velocity for each time interval in the previous problem using NumPy arrays. Keep in mind that the number of time intervals is one less than the number of times. Hint: What are the arrays y[1:20] and y[0:19]? What does the array y[1:20]-y[0:19] represent? (Try printing out the two arrays from the IPython shell.) Using this last array and a similar one involving time, find the array of average velocities. Bonus: Can you think of a more elegant way of representing y[1:20]-y[0:19] that does not make explicit reference to the number of elements in the y array—one that would work for any length array?

You should get the following answer for the array of velocities:

In [5]: v

Out[5]: array([-1.56524758, -3.77884195, -4.9246827 ,

-5.84158351, -6.63049517, -7.3340579 ,

-7.97531375, -8.56844457, -9.12293148,

-9.64549022, -10.14108641, -10.61351563,

-11.06575711, -11.50020061, -11.91879801,

-12.32316816, -12.71467146, -13.09446421,

-13.46353913])